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Abstract: Web applications are progressively developing and applied in most aspects of life. However, there exist a variety of dangerous website security vulnerabilities such as SQL injection and cross-site scripting. This creates the opportunity for hackers to exploit and attack websites for commercial or political purposes or fame. Some research and commercial software have been
developed for scanning and detecting those vulnerabilities. In this paper, we present an efficient algorithmic study and tool to detect web security vulnerabilities. Experimental results show that the new method is capable of detecting vulnerabilities with high accuracy. Compared to popular commercial software on the market, our tool has faster performance and can detect a number of less common vulnerabilities such as shell injection, or file inclusion.
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1 Introduction

Recent years have seen an explosion of web applications that are expected to be the primary trading platform on the Internet in the future. The website is gradually becoming a tool where communication takes place, providing such services as financial banking, infotainment, e-commerce, or administrative reforms. Nevertheless, accompanied by those advantages is the fact that the website is the place attracting most of the hacker’s attention. Making use of the security vulnerabilities to attack, economic, reputation, or political benefits are gained.

According to the Symantec Corporation Internet Security Threat Report in 2017, there were 76% of scanned websites containing dangerous security vulnerabilities, including 9% of high-risk vulnerabilities. They can be exploited by hackers to attack websites. Prestigious organisations like OWASP and WASC have pointed out that the most common vulnerabilities in web applications including SQL injection (SQLI), cross-site scripting (XSS), buffer overflow (BoF), shell injection (SI) and file inclusion (FI).

Website security requirements are essential for programmers and administrators (Wang et al., 2014). In particular, they focus on searching for website vulnerabilities to avoid exploitation from hackers. In this paper, we present a study on a detection algorithm for web application vulnerabilities. The main contributions include:

- suggestions on automated testing mechanism-based algorithms to detect web application vulnerabilities such as SQLi, XSS, BoF, SI, and FI
- suggestions for improvements: use of machine learning techniques to optimise the search keywords; techniques for reducing input data space to reduce scanning time
- application of algorithms for scanning tool development, vulnerability detection with some advantages compared to previous commercial software and research.

The structure of the article is as follows: in Section 2, we present the most common website vulnerabilities, including SQLi, XSS, BoF, SI, and FI. In Section 3, related researches will be presented. The proposed algorithm and improvements are covered in Section 4. Thereby, we apply the UTLWebScanner tool with the ability to scan and detect security vulnerabilities on the website. Experimental results and assessments are presented in Section 6. The final section is the conclusion and the direction of development.

2 Website security vulnerabilities

2.1 SQL injection

SQLi is a vulnerability caused by the lack of strict control of users’ input, which results in hackers being able to execute arbitrary commands (Ali, 2018). The SQL injection attack exploits this vulnerability by inserting a query to falsify the SQL query statement, thereby stealing or destroying the database. This is a common error on the website, which is ranked first in the list of the ten most common OWASP errors (Open Web Application
Security Project, 2016). SQLi is very dangerous because it can expose data in the database, allow unauthorised changes to data, or, worse, lose all data.

2.2 Cross-site scripting

XSS is a common vulnerability, which allows hackers to insert malicious scripts into the source code of web applications. Usually, XSS attacks are used to bypass access controls and user impersonation mechanisms to perform malicious intent (Antunes and Vieira, 2015). There are three common types of XSS attacks: reflected XSS, stored XSS, and DOM-based XSS (Deepa et al., 2018a). Listed on OWASP’s list (Open Web Application Security Project, 2016) XSS is also a common vulnerability on the web applications.

2.2.1 Reflected XSS

Web user sessions are identified by sessions. Firstly, the hacker sends a URL containing a JavaScript snippet to the user (victim). As soon as the victim sends the request to this URL, the script will be executed, allowing the hacker to hijack the user’s session and proceed to the next steps of exploitation.

2.2.2 Stored XSS

Unlike reflected attacks, which are directly aimed at some victims targeted by hackers, stored XSS is aimed at more users (Gupta and Gupta, 2016). This error occurs when the web application does not thoroughly check the input data, for example, suggestion forms or comments on web pages before archiving them into the database (Hydara et al., 2015). With stored XSS, hackers do not directly carry out exploitation but perform at least two steps.

First, the hacker will insert malicious codes into the database through the vulnerable input data (form, input, text area, etc.). Next, when the user accesses the web application and performs actions related to the stored data, the hacker’s code will be executed in the user’s browser (Antunes and Vieira, 2011).

2.2.3 DOM-based XSS

DOM-based XSS is an XSS exploitation technique based on changing the DOM structure of a document, namely HTML (Bates et al., 2010; Martin and Lam, 2008).

2.3 Buffer overflow

Buffer overflow is an error that occurs when input data exceed the stack’s temporary storage capacity. This usually happens when the user sends a large amount of data to the application server and then the toxic injection attack on this large amount of data.

For web applications, buffer overflow occurs when a user or a hacker transfers input data beyond the processor’s storage capacity, causing the system to crash or execute malicious codes that the hacker inserts (Foster et al., 2005; Xu et al., 2016). There are two types of BoF, including stack-based and heap-based (Kaur and Kaur, 2016). The stack and heap components are used to store the value of variables while the program
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is running. There are six stages of loading the program into memory corresponding to the memory segment diagram, as shown in Figure 1.

Figure 1  Stages of loading a program into memory (see online version for colours)

<table>
<thead>
<tr>
<th>.text</th>
<th>.data</th>
<th>.bss</th>
<th>Heap</th>
<th>Unused</th>
<th>Stack</th>
<th>env.</th>
</tr>
</thead>
</table>

The objective cause of the buffer overflow lies in the programming language. For web applications, BoF can disrupt the normal operation of the website, gain control of the system, or make an attack to deny services. Strict control on memory, as well as user input, is important to prevent this vulnerability.

2.4 Shell injection

SI is a vulnerability occurring when an application allows the user to insert data into the commands executed on the operating system, through which the hacker can insert special characters that allow joining and executing many other commands of the operating system (Deepa and Thilagam, 2016). That the hacker can execute these scripts is very dangerous because it can cause client errors, steal personal information, or even take over the right to manage the server (Lin and Chen, 2007). Besides, SI can also be called command injection and exist on many platforms, not just on web applications.

2.5 File inclusion

FI is a dangerous vulnerability that allows hackers to gain unauthorised access to sensitive files on the web server, running malicious files by calling the include() function. The basis of this exploitation technique is file insertion functions such as include(), require(), ... and similar functions in other programming languages. The remote file inclusion (RFI) vulnerability allows hackers to include and execute on a target host a remote file. Hackers can use RFI to run malicious code on both the user’s machine and the server. The impact of this type of attack varies from temporarily stealing session tokens or user’s data to uploading web shells or malicious code to destroy the entire server system.

3 Related studies

There are two main approaches to test web applications for vulnerabilities, including ‘white box’ and ‘black box’. In the ‘white box’ approach, the analysis of the source code of the website will be conducted manually or by using code analysis tools such as FORTIFY, Ounce, Pixy (Fonseca et al., 2007). For complex code, error detection can be difficult. In this case, the ‘black box’ approach is more effective, with repeated attack tests on an active website, recording the responses to detect and evaluate vulnerabilities. This approach can also be called test-based detection, and they are used quite commonly and effectively today.
Some earlier announcements mentioned the identification and detection of vulnerabilities on the website. In this section, we present the latest research in recent years, divided into three groups including:

1. studies on SQL injection bugs
2. cross-site scripting bugs
3. group of the other bugs.

3.1 SQL injection vulnerability

Research on the SQL injection vulnerability has been investigated and analysed to clarify its nature, with the leading research contents as follows:

Antunes and Vieira (2010) stated that misused security tools could lead to low efficiency and the inability to detect vulnerabilities. Also, the authors propose a benchmark approach to evaluate and compare the effectiveness of web vulnerability detection tools. This approach is used to determine a specific standard of SQLi vulnerabilities demonstrated with a real example, including four intrusion testers, three static code analysers, and one anomaly detector. The results depicted the effectiveness of the vulnerability detection tool and suggested an approach that can be applied in this field.

By building an input testing, controlling, and authentication algorithm, Djuric (2013) studied a reliable black-box vulnerability scanner for detecting SQLi – SQLIVDT. It was based on simulating SQLi attacks against web applications. The scope of analysis is limited to HTTP responses and the HTML pages received from the application server. In order to achieve effective SQLi while detecting vulnerabilities, the same efficient detection algorithms for the HTML page were used. The proposed tool showed more promising results than six other popular commercial vulnerability scanning tools.

Fonseca et al. (2014) proposed a method and a tool for evaluating web application security mechanisms. This approach is based on the idea that injecting real vulnerabilities into web applications and attacking them can be used to support the evaluation of security mechanisms. The attack injection method is based on the study of a large number of vulnerabilities in real web applications. In addition to the general methodology, the author presents a vulnerability and attack injector (VAIT) tool that can automate the entire process. The VAIT tool has proved the feasibility and effectiveness of the proposed method. The experimentation includes assessment of the suitability and counterfeit level of an intrusion detection system for SQL Injection attacks and assessment of the effectiveness of the leading commercial web application vulnerability scanners. The results show that the injection of vulnerabilities and attacks are actually an effective way to evaluate security mechanisms.

In Ruse et al. (2010), proposed a technique to detect SQL injection attacks automatically. The team’s model is based on CREST, which will analyse the relationship between components in a query to determine whether or not SQL injection attacks exist. The proposed new technique has the advantage of detecting attacks in nested SQL queries and giving a good performance.
3.2 Cross-site scripting vulnerability

The next most common web security vulnerability is XSS. By using a new extraction algorithm that has new basic features and is extended from the source code of web applications, Gupta et al. (2015) used machine learning models to predict if CrossSite scripting vulnerabilities exist in sensitive websites. The experimental results showed that predictive models could distinguish the vulnerable code from the non-vulnerable code at the very low error rates. The team used various machine learning tools to develop the VIZ vulnerability algorithm. All tests were performed on public datasets to predict vulnerabilities. The results showed that the bagging classifier is the best among all classifiers.

In another study, Gupta et al. (2018) and his colleagues studied the detection and debugging of DOM-based XSS on mobile cloud-based social networks. This article presents a runtime document object model (DOM) tree generator and nested context-aware sanitisation-based framework that alleviates the DOM-based XSS vulnerabilities from the mobile cloud-based OSN. Task panes work in dual mode: offline and online. The offline mode will capture all traces of the web application modules and turn those traces into static DOM trees. The online mode detects the unreliable script injection in the generated DOM tree at runtime. The tool is developed in Java and integrated with the functionality of its components on the iCanCloud simulator. Evaluation results show that the author's tool is capable of detecting the unreliable/malicious script injection in the dynamically generated DOM tree with very low false-positive rates, false-negative rates, and acceptable cost performance index.

Goswami et al. (2017) and colleagues indicated that it could perform such actions as stealing cookies, distributing malware, collecting user information. Malicious JavaScript is the most common way to perform XSS attacks. The authors have proposed an intuitive approach to XSS attack detection. This approach focuses on client-server load balancing. The method performs initial client-side checks for vulnerabilities by using divergence measures. If the level of doubt exceeds the threshold value, the request is cancelled. Otherwise, it will be forwarded to the proxy for further processing. The authors present an attribute-clustering method supported by the rank aggregation technique to detect confounded JavaScripts. The approach is validated using actual data.

Mohammadi et al. (2017) point out the best way to prevent XSS attacks is to apply an encoder to eliminate unreliable input data. To balance security and functionality, the encoder should be applied to fit the web context, such as HTML, JavaScript contents. A common programming mistake is the use of a wrong encoder to remove suspicious data, making the application vulnerable to attacks. The authors present the security unit testing approach for detecting XSS vulnerabilities due to improper coding of suspicious data. Unit tests for XSS vulnerabilities are automatically created on each website and then evaluated. Experimentation and evaluation on a large open-source, proving that many zero-day XSS vulnerabilities can be detected with very low error rates, have better test coverage than the best methods at present.

In Dong et al. (2014), study evaluated the XSS error on the current new web standard as HTML5. The team identified 14 XSS attack vectors associated with HTML5 and built an XSS detection tool, focusing on webmail systems... By applying the tool to some popular webmail systems, seven exploitable XSS vulnerabilities are found. This is an effective tool for detecting XSS in HTML5.
3.3 Other vulnerabilities

Deepa et al. (2018b) have developed DetLogic tools to detect various types of logic vulnerabilities such as parameter manipulation, access control, session bypass... DetLogic uses the black box methodology and models the intended behaviour of the application. DetLogic is evaluated on the standard application capable of effectively detecting vulnerabilities.

Other vulnerabilities such as buffer overflow, SI, FI... were mentioned by some authors such as Liban and Hilles (2014), Doupé et al. (2012) and Cowan et al. (2003). However, they have just explained the theory of vulnerabilities and how to prevent them while programming and building web applications, but not yet mentioned building a tool, framework, or application to detect these vulnerabilities.

Local file inclusion (LFI) error – can be exploited by hackers to execute scripts remotely. In the study Hassan et al. (2018), proposed an automated LFI vulnerability detection model for the website called SAISAN. The tool checked 265 websites in four different areas and found LFI errors with an accuracy rate of 88%.

In the publication Tajbakhsh and Bagherzadeh (2015), conducted a short survey on static and dynamic code analysis, thereby proposing a framework to prevent malicious files from hackers dynamically. The results show that the proposed framework can prevent FI quite effectively. This solution is developed in PHP language.

In the publication Su and Wassermann (2006), presented in-depth studies of command injection errors on web at the same time, they presented the context, parsed attack technique as well as prevention measures. This is a fairly detailed study of command injection errors. Meanwhile, the authors also proposed a solution called SQLCHECK to set up SQL injection attacks. SQLCHECK does not produce false positives (FPs), or false negatives (FNs) has low-performance cost and can run on websites written in different languages.

4 Proposed and improved algorithms

We build web crawler algorithms to collect data from websites. Input data is a list of source URL addresses. They will be scanned and find sub-URLs, then add them to the list of addresses to browse. The process is repeated until the entire link is listed and stored.

The crawler process collects information about the website and its contents, including website URL, title, meta tag, page content, and links. The returned results are marked and rearranged by the search engine. The collected links will be input to the process of detecting security vulnerabilities. For each type of vulnerability, we build our detection algorithm detailed in the following section. Overall, we use a test-and-feedback approach from the web server. A general way of our approach is shown in Figure 3.

With the input as a website, we collect information about the URLs through the crawler process. The corresponding URL filters are built with each vulnerability. These filters use the information of the fields, forms, parameters, and variables that the user interacts with the application to categorise and shorten the input data URLs. The automatic framework test algorithm uses an HTTP request and HTTP response-based approach from the web application. Incoming requests will perform query tasks, get feedback from the components of the website such as web server, SQL server, or FTP.
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server. Interactive processes are saved and processed. Our framework is built to automatically test, receive, and compare results, return values to detect the existence of a vulnerability. The results are recorded and reported with relevant information.

Figure 2   Modelling the crawler process

![Modelling the crawler process](image)

Figure 3   General diagram of vulnerability detection algorithms

![General diagram of vulnerability detection algorithms](image)

4.1 Algorithm for detection of XSS

Based on the characteristics of the XSS, we propose a new algorithm for detecting them. Algorithm 1 shows the operational details of the detecting XSS vulnerabilities algorithm.

Algorithm 1 Detecting XSS vulnerabilities

1. **Input:** URLs from the website, XSS payload,
2. **Output:** Set of URLs containing XSS vulnerabilities
3. Get URLs from the website through the crawler process and data filter.
4. Initialise a list of payload checking XSS from the XSS bug test function, number the payload, from $payload_1$ to $payload_n$.
5. Resend the requests to server with $URL_{\text{new}} = URL_{\text{old}} + payload_i$.
6. Check whether the server responds to the requests. If yes, this means that the XSS vulnerability exists at the initial URL, record the result and end the checking process. If not, continue to increase $i = i + 1$; go back to 5 and make all the payloads in the list.
4.2 Algorithm for detection of SQL injection

The SQLi vulnerability detection algorithm is similarly used to detect the SI vulnerability and vulnerabilities that use ‘injection’ methods to special codes to exploit database. Algorithm 2 shows the operational details of the detecting SQLi vulnerabilities algorithm.

Algorithm 2 Detecting SQLi vulnerabilities

1. **Input**: URLs from the website, list of special characters
2. **Output**: Set of URLs containing SQLi vulnerabilities
3. Get URLs from the website through the crawler process and filter input URL.
4. Initialise a list of special characters and scripts that test SQLi from the SQLi error handling function; number the characters, from i = 1 to n.
5. Send the requests to server with URL$_{\text{NEW}} = \text{URL}_{\text{OLD}} + \text{Character}_i$.
6. If the server responds to the requests, it means that there is an SQLi vulnerability at the initial URL, record the result and end the process. If not, continue to increase i = i + 1; go back to 5 and browse through all the characters in the list.

4.3 Application of machine learning techniques to improve vulnerability detection

We have applied the machine learning technique to database optimisation. The database consists of special characters, payload segments, vulnerability exploitation strings, ... (referred to as payload) stored in an array of data, used as a parameter to detect vulnerabilities. We have optimised this database so that the tools can achieve time efficiency as follows:

Step 1 Calling the payload$_i$ in the database (array of data) $a_i$ in the array with n payload elements.

Step 2 Each $a_i$ is given a priority weight of $k$.

The larger the $k$ is, the more common and preferably used the payload/character is in the types of attack; the array is arranged in descending order of weight $k$.

The grading of $a_i$ elements has been made based on an experimental process with a lot of flawed websites, from which we use supervised machine learning techniques to help the machine evaluate what are the most used $a_i$; those unused $a_i$ will be eliminated from the array (or list).

Step 3 Take out the element $a_i$ for input in step 3 by sequential search algorithm, $a_i$ with large $k$ will take precedence. The sequential search algorithm used here is really effective because $a_i$ has been weighted $k$ and sorted in descending order according to $k$.

Step 4 Update the database.

The application of machine learning, in this case, is conducted based on the scan results, and we always improve and optimise the database. The algorithm will find out which payloads are mostly used, which are most likely to detect vulnerabilities, updating the database by examining which payload has been used in the vulnerability detection algorithm to put the higher weight on that
payload. The payloads which are less often made the input of the algorithm will be put a lower weight; also, add other payloads.

By updating the database as above, our database is not big, but it is highly effective in detecting the vulnerability, saving scanning time, helping to detect the vulnerability more quickly and accurately. Table 1 describes a part of the optimised database: nearly 20 MB database, including sets of the database for detecting SQLi, XSS… each set is approximately 2 MB, composed of more than 500 elements $a_i$ saved as a file *.txt. The database is the libraries used in the ‘brute force of web vulnerabilities’ that have been optimised by machine learning. The illustrations are shown in Table 1.

Table 1 Value $k$ is ranked in order of priority through machine learning

<table>
<thead>
<tr>
<th>$k$</th>
<th>$a_i$</th>
</tr>
</thead>
<tbody>
<tr>
<td>506</td>
<td>or 2=2</td>
</tr>
<tr>
<td>505</td>
<td>or 2=2--</td>
</tr>
<tr>
<td>504</td>
<td>or 2=2#</td>
</tr>
<tr>
<td>503</td>
<td>or 2=2/*</td>
</tr>
<tr>
<td>502</td>
<td>hacker’ --</td>
</tr>
<tr>
<td>501</td>
<td>hacker’ #</td>
</tr>
<tr>
<td>500</td>
<td>hacker’/*</td>
</tr>
<tr>
<td>499</td>
<td>hacker’ or ‘2’='2</td>
</tr>
<tr>
<td>498</td>
<td>hacker’ or ‘2’='2--</td>
</tr>
<tr>
<td>497</td>
<td>hacker’ or ‘2’='2#</td>
</tr>
<tr>
<td>496</td>
<td>hacker’ or ‘2’='2/*</td>
</tr>
<tr>
<td>495</td>
<td>hacker’ or 2=2 or ‘=''</td>
</tr>
</tbody>
</table>

4.4 Detection of buffer overflow

For buffer overflow, we use black box testing to detect vulnerabilities by providing greater input data than the responsiveness of the system to assess the feedback level.

Figure 4 Steps to detect buffer overflow vulnerabilities on web server (see online version for colours)

However, for some cases where data overflow has occurred, that the injected malicious codes have been actually triggered or not should be verified. One improvement we have made is to use a debugger to confirm and compare the server responses in the bug status and those in the normal status. Algorithm 3 shows the operational details of the detecting BoF vulnerabilities algorithm.
Algorithm 3  Detecting BoF vulnerabilities

1. **Input:** URLs from the website
2. **Output:** Set of URLs containing BoF vulnerabilities
3. The structure of the website is obtained through the crawler process, getting a set of URLs for the testing process.
4. Identify and filter locations that allow buffer overflows to occur by filtering the parameters, variables, content, or executing streams that are posted to the website. This process reduces the volume of URLs to test, which speeds up the algorithm.
5. Using black box testing, send data packets of sufficient size or non-standard formats in turn to test the responsiveness of the server. In some cases, the vulnerability is detected, but the malicious code is not executed. The debugger is used to solve this problem, which performs a check on the executing stream and the status of the server when triggering the buffer overflow.
6. Test results from black box testing, and the debugger will be collected and reported.

4.5 Detection of SI and FI

FI and SI vulnerabilities allow the attacker to insert them into a server executing malicious files or shells. Our scan model is summarised in Figure 5. The detection method is performed in Figure 5.

**Figure 5** Steps to detect FI and SI vulnerabilities on web server (see online version for colours)

Algorithm 4 shows the operational details of the detecting FI and SI vulnerabilities algorithm.

Algorithm 4  Detecting FI and SI vulnerabilities

1. **Input:** URLs from the website
2. **Output:** Set of URLs containing FI or SI vulnerabilities
3. The crawler process obtains the website structure.
4. Perform filtering on the addresses that have the potential to contain these vulnerabilities, such as login.php, cart.php, and so on. This filtering step reduces the number of addresses that need to be checked.
5. With the set of test data built by our team, in turn, send requests containing exploit code and shellcode to test the system response. Our test function is designed to test the functions such as include(), require() on the source code, or the responsiveness of the server for the uploaded shellcodes.
6. Record the results of the responses and export the report.
5 Scanning tool

We improved the algorithm and built the web security vulnerability detection tool, named UTLWebScanner.

5.1 The architecture of the web security vulnerability detection system

The architecture of the UTLWebScanner software is shown in Figure 6.

The system architecture consists of four main components: crawler, website attack, vulnerability analysis, and notification. As follows:

- **crawler**: get the entire site including all links on that site and in the file robots.txt; then display the sitemap in detail
- **website attack**: this section contains attack functions, which are functions that attack the website system to find vulnerabilities
- **vulnerability analysis**: analysing vulnerabilities into four hazard groups: high, medium, low, and info level; also, it counts the number of vulnerabilities divided into those levels.

The criteria we use to classify web vulnerabilities are similar to those of other security tools, accurately as follows:

- **high**: the level on which the attacker can ultimately compromise the confidentiality, integrity, or availability of the target system without specialised access or user interaction
- **medium**: the level on which the attacker can partially compromise the confidentiality, integrity, or availability of the target system without specialised access or user interaction
- **low**: the level on which the attacker can limitedly compromise the confidentiality, integrity, or availability of the target system without specialised access or user interaction
- **info**: providing information about the system, not having the ability to have a significant influence on the system
- **notification**: this section contains *.htm files containing information about the vulnerability, the location of the vulnerability, and gives suggestions on how to patch the vulnerability.
5.2 The UTLWebScanner tool

We use the Java language to create the UTLWebScanner vulnerability scan tool, which enables them to run multi-platform on windows, Linux, or Mac OS X operating systems. The tool consists of nine modules, each of which has its function, as shown in Figure 7.

- **SQLi, XSS, SI, directory listing, BoF, FI detector module**: detect and identify vulnerabilities on the website; classify danger levels and make suggestions for remedies.

- **Scanning module for the login path and the robots.txt file**: search for the login path of the website and detect the robots.txt file of the website.

- **Create sitemap**: search for all directories and files of the website to make a sitemap. The sitemap helps the tool identify the website structure for scanning. Besides, the information in the robots.txt file is also searched to assist in this process.

- **Foundation proxy**: install proxy server or change IP address, intercept the package. This feature is used in case the system needs to use a proxy.

Figure 7  Function decomposition of the scanning tool (see online version for colours)

6 Experiments and assessments

6.1 The environment and the tool

We conducted experiments of the tools on the system with CPU Intel Core i5-5200U, 12 GB RAM, Windows 10 operating system. The tool is tested and compared with the popular software in the world in the detection of web security vulnerabilities, namely Acunetix, Nessus, and Arachni. It is denoted as Table 2.

Table 2  Name of the tested scanning tools and their descriptions

<table>
<thead>
<tr>
<th>Abbr</th>
<th>Scanning tool</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>AWS</td>
<td>Acunetix web vulnerability scanner</td>
<td>An effective vulnerability scanning software program, which can check for all vulnerabilities on the web, including SQL injection, XSS, and other vulnerabilities.</td>
</tr>
<tr>
<td>Ness</td>
<td>Nessus</td>
<td>A proprietary security vulnerability scanner developed by tenable network security.</td>
</tr>
<tr>
<td>Ara</td>
<td>Arachni</td>
<td>A full-featured, high-performance framework for compromising and evaluating the security of web applications.</td>
</tr>
<tr>
<td>UTL</td>
<td>UTLWebScanner</td>
<td>The tool that our team developed with proposed algorithms and improvements.</td>
</tr>
</tbody>
</table>
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The datasets we use include websites and public datasets that are built to test vulnerability scanning tools described in detail in Table 3.

<table>
<thead>
<tr>
<th>Abbr</th>
<th>Address</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>TESTP</td>
<td><a href="http://testphp.vulnweb.com">http://testphp.vulnweb.com</a></td>
<td>The website that was built by Acunetix to test vulnerability scanning tools (Murzaeva and Akleylek, 2018).</td>
</tr>
<tr>
<td>WEBSC</td>
<td><a href="https://www.webscantest.com">https://www.webscantest.com</a></td>
<td>The website established to test the automated web application scanning tools like AppSpider (Shah and Mehtre, 2015).</td>
</tr>
<tr>
<td>ASPNE</td>
<td><a href="http://aspnet.testsparker.com">http://aspnet.testsparker.com</a></td>
<td>The webpage is written in the asp.net language containing vulnerabilities to test (Baykara, 2018).</td>
</tr>
<tr>
<td>192.16</td>
<td><a href="http://192.168.189.147">http://192.168.189.147</a></td>
<td>The web server we built to test UTLWebScanner.</td>
</tr>
<tr>
<td>DEMOT</td>
<td><a href="http://demo.testfire.net">http://demo.testfire.net</a></td>
<td>Written by Watchfire to demonstrate the effectiveness of Watchfire in detecting web application vulnerabilities (Divya et al., 2019).</td>
</tr>
<tr>
<td>ZEROW</td>
<td><a href="http://zero.webappsecurity.com">http://zero.webappsecurity.com</a></td>
<td>The free online banking site, written by Micro Focus Fortify, aiming at demonstrating the functionality and effectiveness of Micro Focus’s WebInspect products in detecting and reporting web application vulnerabilities (Singh and Singh, 2018).</td>
</tr>
<tr>
<td>TESTA</td>
<td><a href="http://testaspnet.vulnweb.com">http://testaspnet.vulnweb.com</a></td>
<td>The website was built by Acunetix to test web vulnerabilities (Qasaimeh et al., 2018).</td>
</tr>
</tbody>
</table>

The website vulnerabilities that our algorithm discovered are described in Table 4.

<table>
<thead>
<tr>
<th>Acronyms</th>
<th>The name of the vulnerability</th>
</tr>
</thead>
<tbody>
<tr>
<td>SQLi</td>
<td>SQL injection</td>
</tr>
<tr>
<td>XSS</td>
<td>Cross-site scripting</td>
</tr>
<tr>
<td>BoF</td>
<td>Buffer overflow</td>
</tr>
<tr>
<td>RFI</td>
<td>Remote file inclusion</td>
</tr>
<tr>
<td>LFI</td>
<td>Local file inclusion</td>
</tr>
<tr>
<td>OSCI</td>
<td>OS command injection</td>
</tr>
<tr>
<td>PHPCI</td>
<td>PHP command injection</td>
</tr>
</tbody>
</table>

We consider command injection errors under two variants, OS command injection and PHP command injection.

6.2 Results

First, we tested the tools with the above groups of website datasets. The results of the number of vulnerabilities detected by the UTLWebScanner tool are specifically shown in Table 5.
Table 5  
Statistics on the number of vulnerabilities detected by UTLWebScanner on the test website datasets

<table>
<thead>
<tr>
<th>Website</th>
<th>SQL</th>
<th>XSS</th>
<th>BoF</th>
<th>RFI</th>
<th>OSCI, PHPCI</th>
</tr>
</thead>
<tbody>
<tr>
<td>TESTP</td>
<td>10</td>
<td>6</td>
<td>0</td>
<td>5</td>
<td>14</td>
</tr>
<tr>
<td>WEBSC</td>
<td>16</td>
<td>4</td>
<td>7</td>
<td>3</td>
<td>1</td>
</tr>
<tr>
<td>192.16</td>
<td>6</td>
<td>8</td>
<td>2</td>
<td>44</td>
<td>4</td>
</tr>
<tr>
<td>ASPNE</td>
<td>2</td>
<td>2</td>
<td>125</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>DEMOT</td>
<td>14</td>
<td>10</td>
<td>3</td>
<td>6</td>
<td>3</td>
</tr>
<tr>
<td>ZEROW</td>
<td>6</td>
<td>11</td>
<td>7</td>
<td>0</td>
<td>2</td>
</tr>
<tr>
<td>TESTA</td>
<td>3</td>
<td>9</td>
<td>3</td>
<td>6</td>
<td>6</td>
</tr>
<tr>
<td>OWASP</td>
<td>107</td>
<td>55</td>
<td>22</td>
<td>102</td>
<td>9</td>
</tr>
</tbody>
</table>

The comparisons of scan parameters, such as the number of detected vulnerabilities (DV) and scan time between UTLWebScanner and other commercial software, are listed in Table 5.

The total number of vulnerabilities detected by the software. The experimental results show that the new suggested tool can detect more vulnerabilities in half of the scanned sites, giving better results than the Nessus and Arachni software do. The results are shown in Figure 8.

Figure 8  
Comparison of the number of vulnerabilities that can be scanned among the tools (see online version for colours)

The time taken to scan an entire website (with minutes as the time unit) is shown in Figure 9. Experimental results show that the new tool has a much higher scanning speed of the entire site than the commercial version software.

Statistics by the danger level of vulnerabilities scanned by some software programs. Specific results are given in Figure 10, Figure 11, Figure 12, and Figure 13.
Figure 9  Comparison of the scanning time of the entire website among the tools (see online version for colours)

Figure 10  Vulnerability at the high level of danger (see online version for colours)

Figure 11  Vulnerability at the medium level of danger (see online version for colours)
A detailed report on the vulnerabilities and the number of web application vulnerabilities are described in Table 6. The number of vulnerabilities found in the application and relevant details are reported for each type of vulnerability. Details of the vulnerability include the URL of the web page, the specific form where the vulnerability was found, and the test injection function used for the detection. This information will be useful for web application developers to identify the locations of vulnerabilities and the types of vulnerabilities that need to be addressed. In addition, this is also continuously updating data for the machine learning-based improvement steps that we have covered in Section 4.3 of this article.

6.3 Evaluation and discussion

We evaluated the vulnerability detection results of UTLWebScanner with FP and FN. In Table 7, we calculate the FP and FN parameters, with the vulnerabilities (D) column representing the number of vulnerabilities detected by UTLWebScanner, including detected as the total number of DV, true vulnerabilities detected (TVD) is the number of vulnerabilities detected correctly. Vulnerabilities (E) is the number of vulnerabilities that exist on the test website.
Table 6  A detailed description of the vulnerabilities of the UTLWebScanner tool

<table>
<thead>
<tr>
<th>Module</th>
<th>Vulnerability details</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name of vulnerability</td>
<td>SQL injection</td>
</tr>
<tr>
<td>Classification</td>
<td>Input validation error</td>
</tr>
<tr>
<td>Source</td>
<td><a href="http://testphp.vulnweb.com/listproducts.php">http://testphp.vulnweb.com/listproducts.php</a></td>
</tr>
<tr>
<td>Level of danger</td>
<td>High</td>
</tr>
<tr>
<td>Test function</td>
<td><a href="http://testphp.vulnweb.com/listproducts.php?cat=1%27">http://testphp.vulnweb.com/listproducts.php?cat=1%27</a></td>
</tr>
<tr>
<td>Remedies</td>
<td>Programmers should review the request and response to the code to verify the existence of a vulnerability manually. 'Minor bug' input can prevent these vulnerabilities. String variables must be filtered for special characters, and numeric types should be checked to make sure they are valid.</td>
</tr>
<tr>
<td></td>
<td>Object-relational mapping eliminates the need for SQL.</td>
</tr>
</tbody>
</table>

Name of vulnerability Cross-site scripting
Classification Input validation error
Source http://testphp.vulnweb.com/search.php
Level of danger High
Test function <script>alert(1)</script>
Remedies Programmers must identify that unreliable data had appropriate filtering. General rules on XSS prevention can be found in the OWASP XSS prevention cheat sheet.

Name of vulnerability SQL injection
Classification Input validation error
Level of danger High
Test function http://testphp.vulnweb.com/artists.php?artist=1%20or%201%27
Remedies Programmers should review the request and response to the code to verify the existence of a vulnerability manually. 'Minor bug' input can prevent these vulnerabilities. String variables must be filtered for escape characters, and numeric types should be checked to make sure they are valid. |
|                      | Object-relational mapping eliminates the need for SQL. |

The result shows that the UTLWebScanner tool can perform effective scanning, especially with fast scan speed. For tested datasets, the tool has an average false alarm rate of 11.87%, the leave-out error rate of 3.23%. It can be seen that the UTLWebScanner tool has a low FN, while the FP percentage is perfectly acceptable because false alarms are still more positive than the omission of errors.

In another experiment, we performed on larger datasets. The results shown in Table 8 and Table 9 show that, with low analysis-scanning time and low FP rate, the UTLWebScanner tool has the ability to detect vulnerabilities with a high accuracy rate in terms of the total number of vulnerabilities and accuracy. The average time to scan seven websites is 4.29 s. Security vulnerabilities mainly focus on SQLi vulnerabilities.
with an average rate of 17.44%, XSS is 52.32%; the remaining 30.24% is RFI, LFI, and OSCI vulnerabilities.

Table 7  Calculated results of FP and FN of UTLWebScanner

<table>
<thead>
<tr>
<th>Datasets</th>
<th>Vulnabilities (D)</th>
<th>False positive (FP)</th>
<th>False negative (FN)</th>
</tr>
</thead>
<tbody>
<tr>
<td>DV TVD</td>
<td>DV TVD</td>
<td>DV TVD</td>
<td></td>
</tr>
<tr>
<td>TESTP</td>
<td>117 116</td>
<td>120</td>
<td>1 4</td>
</tr>
<tr>
<td>WEBSC</td>
<td>126 126</td>
<td>160</td>
<td>0 34</td>
</tr>
<tr>
<td>192.16</td>
<td>442 442</td>
<td>442</td>
<td>0 0</td>
</tr>
<tr>
<td>ASPNE</td>
<td>335 220</td>
<td>220</td>
<td>115 0</td>
</tr>
<tr>
<td>DEMOT</td>
<td>86 89</td>
<td>100</td>
<td>3 4</td>
</tr>
<tr>
<td>ZEROW</td>
<td>110 89</td>
<td>98</td>
<td>12 0</td>
</tr>
<tr>
<td>TESTA</td>
<td>182 160</td>
<td>160</td>
<td>22 0</td>
</tr>
</tbody>
</table>

Table 8  Statistics of vulnerabilities on some other web applications

<table>
<thead>
<tr>
<th>Web application</th>
<th>SQLi</th>
<th>XSS</th>
<th>RFI, LFI</th>
<th>OSCI</th>
<th>Total</th>
<th>FP</th>
<th>Analysis time (s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>DVWA 1.0.7</td>
<td>4</td>
<td>4</td>
<td>3</td>
<td>6</td>
<td>17</td>
<td>8</td>
<td>15</td>
</tr>
<tr>
<td>ZiPEC 0.32</td>
<td>3</td>
<td>4</td>
<td>0</td>
<td>0</td>
<td>7</td>
<td>1</td>
<td>2</td>
</tr>
<tr>
<td>Mfm 0.13</td>
<td>0</td>
<td>8</td>
<td>0</td>
<td>0</td>
<td>8</td>
<td>3</td>
<td>6</td>
</tr>
<tr>
<td>Measureit 1.14</td>
<td>1</td>
<td>11</td>
<td>0</td>
<td>0</td>
<td>12</td>
<td>7</td>
<td>2</td>
</tr>
<tr>
<td>SAMATE</td>
<td>3</td>
<td>11</td>
<td>6</td>
<td>0</td>
<td>20</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Peruggia</td>
<td>4</td>
<td>7</td>
<td>6</td>
<td>5</td>
<td>22</td>
<td>0</td>
<td>2</td>
</tr>
<tr>
<td><strong>Total</strong></td>
<td>15</td>
<td>45</td>
<td>15</td>
<td>11</td>
<td>86</td>
<td>20</td>
<td>28</td>
</tr>
</tbody>
</table>

Table 9 shows the comparison between WAP tool of Medeiros et al. (2016) with our UTLWebScanner tool. Testing on seven websites shows that the UTLWebScanner tool is better as it detects more holes than WAP with a lower FP rate. Vuln Found’s real Vul rate is quite high, with 96.4%, while WAP’s exact detection rate is 93.41%. The total number of FPs during the use of the UTLWebScanner tool is 6, while the WAP tool is 11.

In summary, the UTLWebScanner tool can scan and detect vulnerabilities on the web much more effectively than commercial software with the same functionality as Acunetix, Nessus, or Arachni under the circumstance in question. This is most clearly shown in the higher number of vulnerabilities found (with the same criteria for the classification of vulnerabilities) and shorter scan time in most test cases. In particular, with the machine learning technology we have applied to optimise the database, UTLWebScanner has achieved amazing vulnerability scanning speed, absolutely better than commercial software.

The average scanning speed of UTLWebScanner is approximately 1/10 compared to the average speed of Acunetix, Nessus, or Arachni. The UTLWebScanner tool is also
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capable of detecting the more serious but less common vulnerabilities, such as FI, SI, or
buffer overflow, which gain insufficient attention of many programmers or system
testers. However, the tool also has limitations: the number of DV is lower than that of
Acunetix, Nessus; the incapability of scanning scans many websites at the same time.

Table 9  Comparison table between WAP and UTLWebScanner

<table>
<thead>
<tr>
<th>Web application</th>
<th>WAP</th>
<th>UTLWebScanner</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Founded</td>
<td>Real Vuln</td>
</tr>
<tr>
<td>Adminer-1.11.0</td>
<td>3</td>
<td>3</td>
</tr>
<tr>
<td>GTD-PHP</td>
<td>111</td>
<td>111</td>
</tr>
<tr>
<td>emoncms</td>
<td>15</td>
<td>12</td>
</tr>
<tr>
<td>PHPLib 7.4</td>
<td>14</td>
<td>14</td>
</tr>
<tr>
<td>Hotelmis 0.7</td>
<td>7</td>
<td>2</td>
</tr>
<tr>
<td>Currentcost</td>
<td>4</td>
<td>2</td>
</tr>
<tr>
<td>Wordpress 2.0</td>
<td>13</td>
<td>12</td>
</tr>
<tr>
<td>Total</td>
<td>167</td>
<td>156</td>
</tr>
</tbody>
</table>

7  Conclusions and development direction

In this article, we have covered some common security vulnerabilities on the web, such
as SQL injection, XSS, BoF, FI, SI. Thereby, we propose an algorithm and improvements
to enhance the efficiency of the detection of web application vulnerabilities. The
algorithms used to build the scanning tool are UTLWebScanner, performing the test, and
make comparisons with some commercial software programs with similar functionality
as Acunetix, Nessus, and Arachni on standard datasets. The results show that our tool has
a high rate of error detection on web applications, and has the advantage of faster
scanning time compared to the tools we use.

For further development, we will develop the database of the software, apply machine
learning techniques to increase scanning performance, and make predictions about the
location of the vulnerability to focus the search on.
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